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1
METHOD AND APPARATUS FOR
EXECUTING APPLICATION OF MOBILE
DEVICE

PRIORITY

This application is a Continuation application of U.S.
patent application Ser. No. 13/283,190, which was filed in the
U.S. Patent and Trademark Office on Oct. 27, 2011 and
claims priority under 35 U.S.C. §119(a) to a Korean patent
application filed in the Korean Intellectual Property Office on
Nov. 22, 2010 and assigned Serial No. 10-2010-115962, the
entire contents of each of which are incorporated herein by
reference.

BACKGROUND OF THE INVENTION

1. Field of the Invention

The present invention relates generally to application
execution technology for mobile devices and, more particu-
larly, to a method and apparatus for enabling an external
device to execute an application installed in a mobile device
when the external device is connected to the mobile device
through a serial port.

2. Description of the Related Art

Typically, when a mobile device is connected to an external
device through a Universal Serial Bus (USB) serial port,
device permission for the mobile device is granted according
to an application installed in the mobile device. More specifi-
cally, such an application has exclusive device permission,
and all communicated data is processed directly by the appli-
cation. Therefore, an external device cannot execute or con-
trol any application installed in the mobile device.

Meanwhile, a mobile device (e.g., a mobile phone, a Por-
table Multimedia Player (PMP), etc.) has a limited amount of
space for mounting its components. To overcome such limi-
tations, the mobile device may integrate various interfaces,
such as an external storage device, a modem, and/or a serial
port, with a single USB connection. However, in case of such
interfaces, when an Operating System (OS) or any other
applications installed in the mobile device are executed, such
applications have exclusive authority for connections with
external devices. Therefore, the external device does not have
authority to execute or control any application installed in the
mobile device.

BRIEF SUMMARY OF THE INVENTION

Accordingly, the present invention is provided to address
the above-mentioned problems and/or disadvantages and to
offer at least the advantages described below.

An aspect of the present invention provides a method and
apparatus for allowing an external device to execute an appli-
cation installed in a mobile device when the external device is
connected to the mobile device through a serial port.

Another aspect of the present invention provides a method
and apparatus for allowing an external device to change a
connection mode of a mobile device to a serial port mode
when the external device is connected to the mobile device
through any interface. In this case, an application installed in
the mobile device being in the serial port mode may be
executed and controlled by the external device.

According to one aspect of the present invention, a method
is provided. The method includes receiving, at a first device,
a message from a second device external to the first device,
the message including an application identifier; executing, at
the first device, at least one application among a plurality of
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applications based at least in part on the application identifier;
and performing, at the first device, a function of the at least
one application based at least in part on a command received
from the second device.

According to another aspect of the present invention, an
apparatus is provided. The apparatus includes a memory
operatively coupled to the apparatus, to store a plurality of
applications; and a controller to receive a message including
an application identifier from another device, execute at least
one application among a plurality of applications based at
least in part on the application identifier, and perform a func-
tion of the at least one application based at least in part on a
command received from the other device.

A non-transitory machine-readable storage device storing
instructions that, when executed by one or more processors,
cause the one or more processors to perform operations, is
provided. The operations include receiving, at a first device, a
message from a second device external to the first device, the
message including an application identifier; executing, at the
first device, at least one application among a plurality of
applications based at least in part on the application identifier;
and performing, at the first device, a function of the at least
one application based at least in part on a command received
from the second device.

BRIEF DESCRIPTION OF THE DRAWINGS

The above and other aspects, advantages, and features of
certain embodiments of the present invention will become
apparent to those skilled in the art from the following detailed
description taken in conjunction with the accompanying
drawings, in which:

FIG. 1 is a schematic diagram illustrating a connection
scheme between a mobile device and a host device;

FIG. 2 is a schematic diagram illustrating a connection
scheme between a mobile device and a host device in accor-
dance with an embodiment of the present invention;

FIG. 3 is a block diagram illustrating a detailed internal
configuration of a serial port server module shown in FIG. 2;

FIG. 4 is a flow diagram illustrating a basic process for
executing an application of a mobile device in accordance
with an embodiment of the present invention;

FIG. 5 is a flow diagram illustrating a detailed process for
executing an application of a mobile device in accordance
with an embodiment of the present invention; and

FIG. 6 is a flow diagram illustrating a signal flow between
internal blocks of a mobile device when an application of the
mobile device is executed in accordance with an embodiment
of the present invention.

DETAILED DESCRIPTION OF EMBODIMENTS
OF THE PRESENT INVENTION

Non-limiting embodiments of the present invention are
described in more detail herein with reference to the accom-
panying drawings. Well-known or widely used techniques,
elements, structures, and processes may not be described or
illustrated in detail to avoid obscuring the essence of the
present invention. Although the drawings represent certain
embodiments of the invention, the drawings are not necessar-
ily to scale and certain features may be exaggerated or omit-
ted in order to better illustrate and explain the present inven-
tion.

Among terms set forth herein, the term “external device”
refers to a device that exists separately from and operates
independently of a mobile device. Herein, such an external
device may also be referred to as a host device, since an
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external device according to embodiments of the present
invention can control a mobile device.

Additionally, the term “serial port” refers to a type of
input/output port installed in a mobile device or a host device.
A serial port is a serial communication physical interface
through which information transfers in or out one bit at a time.
Although are described with reference to use of a serial port as
an interface through which a mobile device and a host device
are connected, the present invention is not limited thereto, and
other interfaces may be used in accordance with embodi-
ments of the present invention.

FIG. 1 is a schematic diagram illustrating a connection
scheme between a mobile device and a host device.

As shown in FIG. 1, an application 110 installed in a
mobile device 100 may include an application layer and a
kernel layer.

The application layer includes an application module 120,
which has identification information and execution informa-
tion (i.e., the executable program code) about the installed
application.

The kernel layer includes a serial port module 130, a device
driver 140, and a serial port 150.

The serial port module 130 converts a hardware event or
any other event physically occurring at a lower layer into a
software event and then forwards the converted event to an
upper layer, or converts a software event occurring at an upper
layer into a hardware event and then forwards the converted
event to a lower layer.

The device driver 140 operates as a part of a kernel and
controls at least one host device connected thereto. The
device driver 140 is software composed of function sets that
interact with other parts of a kernel through a predefined
interface.

The serial port 150 is a wired interface that physically
connects the mobile device 100 and a host device 105. The
serial port 150 sends and/or receives data one bit at a time.
Although the serial port 150 described herein is used as a
wired interface for connecting the mobile device and the host
device is, wireless interfaces may alternatively be used in
accordance with embodiments of the present invention.

According to the above-described connection scheme
between the mobile device 100 and the host device 105,
device permission for the mobile device 100 is provided with
respect to an application installed in the mobile device 100.
Therefore, according to a conventional implementation, a
host device 105 would not be permitted to execute or control
an application installed in the mobile device 100.

In order to address the above-described problems, embodi-
ments of the present invention provide a method and appara-
tus for allowing a host device to execute an application
installed in amobile device when the host device is connected
to the mobile device through a serial port, as will be described
hereinafter.

FIG. 2 is a schematic diagram illustrating a connection
scheme between a mobile device 200 and a host device 205 in
accordance with an embodiment of the present invention.

Referring to FIG. 2, an application 210 installed in the
mobile device 200 may include an application layer and a
kernel layer.

The application layer includes an application module 220,
which has identification information and execution informa-
tion (i.e., executable program code) about the installed appli-
cation.

The kernel layer includes a serial port client module 230
within the application 210, and further includes a serial port
server module 240, a device driver 250, and a serial port 260
external to the application 210.
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The serial port client module 230 provides an interface for
connecting the application module 220 to the serial port
server module 240. The serial port client module 230 may
send or receive data to and/or from the serial port server
module 240 by using an appropriate technique such as Inter-
Process Communication (IPC), a pipeline, a shared memory,
etc.

According to some embodiments of this invention, the
serial port client module 230 may receive an application
function run command from the serial port server module 240
and forward the received application function run command
to the application module 220. Then, the application module
220 receives the application function run command from the
serial port client module 230 and controls a specific applica-
tion to perform a particular function corresponding to the
received command.

If the application is a music player, for example, the serial
port client module 230 may receive a play command from the
serial port server module 240 and deliver the received play
command to the application module 220. Then, the applica-
tion module 220 controls the music player to play a selected
music file.

The serial port server module 240 receives, from the host
device 205, a control command for changing a connection
mode of the mobile device 200 to a serial port mode. Then,
depending on the received command, the serial port server
module 240 changes a connection mode of the mobile device
200 to a serial port mode.

If'the mobile device 200 is connected to the host device 205
through a wired interface such as USB, for example, the wired
interface may provide various functions for using the mobile
device 200 as an external storage device, a modem, a serial
port, etc. When using a USB connection, if the wired interface
is initially set to use the mobile device 200 as an external
storage device, a change to a serial port mode is required. In
order for this change to occur, the serial port server module
240 receives, from the host device 205, a control command
for changing a serial port mode and then changes a mode of
the mobile device 200 to a serial port mode.

Additionally, the serial port server module 240 receives an
application execution command from the host device 205
connected to the mobile device 200. Upon receiving the appli-
cation execution command, the serial port server module 240
controls the execution of a specific application installed in the
mobile device 200.

Furthermore, the serial port server module 240 receives an
application function run command from the host device 205
connected to the mobile device 200. Upon receiving the appli-
cation function run command, the serial port server module
240 forwards the received command to the serial port client
module 230 so that a particular function may be performed.

Meanwhile, according to some embodiments of this inven-
tion, the serial port server module 240 is executed indepen-
dently of the serial port client module 230. A detailed internal
configuration of the serial port server module 240 is described
later herein with reference to FIG. 3.

The device driver 250 operates as a part of a kernel and
controls at least one host device connected thereto. The
device driver 250 is software including function sets that
interact with other parts of a kernel through a predefined
interface. According to embodiments of this invention, the
device driver 250 receives data and/or a control signal from
the host device 205 and then forwards the received data and/or
control signal to the serial port server module 240. More
specifically, the device driver 250 may receive at least one of
an application execution command and an application func-
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tion run command from the host device 205 and then forward
the received at least one command to the serial port server
module 240.

The serial port 260 is a wired interface that physically
connects the mobile device 200 and the host device 205. The
serial port 260 sends and/or receives data one bit at a time.
Although the serial port 260 described herein uses a wired
interface for connecting the mobile device and the host
device, a wireless interface may be used in accordance with
embodiments of the present invention.

FIG. 3 is a block diagram illustrating a detailed internal
configuration of a serial port server module 240 shown in
FIG. 2. Referring to FIG. 3, the serial port server module 240
may include a serial port system manager 310, a protocol
parser 320, a protocol memory unit 330, a data communica-
tion unit 340, an application manager 350, and an event
processing unit 360.

The serial port system manager 310 receives data and/or a
control signal (e.g., a command) from the device driver 250
located at a lower layer and forwards the received data and/or
control signal to the protocol parser 320. Also, the serial port
system manager 310 receives data or a control signal from the
data communication unit 340 and forwards the received data
and/or signal to the device driver 250. Additionally, when
detecting an event such as a connection of the host device 205,
the serial port system manager 310 sends the detected event to
the event processing unit 360.

The protocol parser 320 parses data and/or control signal
received from the serial port system manager 310 according
to a relevant protocol. If any command is recognized as a
result of parsing, the protocol parser 320 checks the protocol
memory unit 330 in order to determine whether the recog-
nized command is predefined.

The protocol memory unit 330 may store predefined com-

mands, which are exemplarily shown in Table 1.
TABLE 1
Command Description
AT+OSPSERIALOPEN  Activates the serial communication feature on
(Mode Change Request) the device.

Remarks: The serial communication feature is
deactivated when the user disconnects the USB
cable.

A command for changing a connection mode
of the mobile device to a serial port mode
Checks availability of the serial communication
feature. If the port is available, the device
returns “Osp:Msg="0K"”. Uses “{Message}”
for the conditional launch.

A command for checking whether a connection
mode of the mobile device is changed to a
serial port mode

See also:
App::AppManager::RegisterAppLaunch( )

A command for executing an application
installed in the mobile device

It is the response message for “Osp:Req”.

A command for responding with application
execution results such as success and failure

Osp:Msg="Hello’
(Current Mode Check
Request)

Osp:Req="*{Message}’
(Application Execution
Request)

Osp:Res="Success|Fail’
(Application Execution
Response)

Namely, the protocol parser 320 determines whether a
received command is pre-stored (i.e., predefined) in the pro-
tocol memory unit 330. Upon the determination, the protocol
parser 320 forwards a non-stored command to the data com-
munication unit 340. A non-stored command may be an appli-
cation function run command, such as a play command for a
music player, for example.

Meanwhile, the protocol parser 320 further determines
whether pre-stored commands allow may be self-processed.
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If any pre-stored command is a self-processable command
(i.e., if any pre-stored command can be processed by the
protocol parser 320), the protocol parser 320 processes the
command and returns a response according to the command.
If any pre-stored command is a non-self-processable com-
mand, the protocol parser 320 forwards the command to the
application manager 350. A self-processable command may
include commands such as a mode change request and a
current mode check request, and a non-self-processable com-
mand may include commands such as an application execu-
tion request.

According to some embodiments of the present invention,
if a prefix of the received command contains “Osp” (see Table
1), the protocol parser 320 may not forward the command to
the data communication unit 340.

The data communication unit 340 may include a data
receiver (not shown) and a data transmitter (not shown). The
data communication unit 340 receives a command (e.g., an
application function run command) from the protocol parser
320 and forwards the received command to the serial port
client module 230. The data communication unit 340 may
receive a command (e.g., an application function run com-
mand) from the serial port client module 230 and forward the
received command to the serial port system manager 310.

The application manager 350 receives a command (espe-
cially, an application execution command) from the protocol
parser 320 and executes a requested application. According to
some embodiments of this invention, in order to identity and
execute a specific application, the application manager 350
may store information about applications installed in the
mobile device 200, especially information for identifying a
requested application.

The event processing unit 360 receives an event in connec-
tion with a connection occurring at the serial port 260 or an
event regarding a system failure from the serial port system
manager 310 and then processes the received event.

FIG. 4 is a flow diagram illustrating a basic process for
executing an application of a mobile device 200 in accor-
dance with an embodiment of the present invention.

As discussed above, if the mobile device 200 is connected
to the host device 205 through a wired interface such as USB,
the wired interface may offer various functions for using the
mobile device 200 as an external storage device, a modem, a
serial port, or the like. When using a USB connection, if the
wired interface is initially set to use the mobile device 200 as
an external storage device, a change to a serial port mode is
required.

Referring to FIG. 4, in performing the change to the serial
port mode, when receiving a mode change request from the
host device 205, the mobile device 200 changes a connection
mode to a serial port mode, in step S410. When receiving a
current mode check request from the host device 205, the
mobile device 200 checks a current mode and responds, in
step S420. Meanwhile, according to some embodiments of
this invention, the mobile device 200 may change a serial port
mode again into a connection mode, such as a modem mode,
upon detecting a disconnection with the host device 205.

After a change to a serial port mode is performed, the
mobile device 200 may receive an application execution
request from the host device 205. Then, the mobile device 200
executes the requested application, in step S430.

Since applications installed in the mobile device normally
have exclusive device permission for a connection between
the mobile device and any external device, the external device
cannot execute applications installed in the mobile device.
However, according to embodiments of this invention, even
when the mobile device is connected to the external device,
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the external device can offer, to the mobile device, a com-
mand to execute an application installed in the mobile device
through the serial port. Then, the mobile device, upon receiv-
ing such an application execution command, executes the
requested application. Accordingly, the external device can
execute an application installed in the mobile device.

After an application execution, the mobile device 200 may
receive a command to perform a particular function of the
executed application from the host device 205. Then the
mobile device 200 performs the requested function, in step
S440.

FIG. 5 is a flow diagram illustrating a detailed process for
executing an application of a mobile device 200 in accor-
dance with an embodiment of the present invention.

Referring to FIG. 5, the host device 205 sends a mode
change request for changing a connection mode of the mobile
device to a serial port mode, in step S510. If the mobile device
200 is already operating in the serial port mode, step S510
may be omitted.

Upon receiving the mode change request, the mobile
device 200 changes the connection mode to the serial port
mode and then sends a mode change response to the host
device 205, in step S520. If the mobile device 200 does not
support the serial port mode, or fails to perform the mode
change, the mobile device 200 may not respond or may send
a failure response to the host device 205.

Additionally, the host device 205 may send a current mode
check request to check a current connection mode of the
mobile device 200, in step S530. Then the mobile device 200
sends a current mode check response to the host device 205 in
response to the received request, in step S540. If the mobile
device 200 does not support the serial port mode, or fails to
perform a mode change, the mobile device 200 may not
respond or may send a failure response. In case of operating
in another connection mode, the mobile device 200 may send
an invalid response message.

After the connection mode of the mobile device 200 is
changed to the serial port mode, the host device 205 sends an
application execution request for executing any application
installed in the mobile device 200 to the mobile device 200, in
step S550. The application execution request may contain an
IDentification (ID) or type for identifying an application to be
executed. If the requested application has already been
installed in the mobile device 200 and is executable, the
mobile device 200 executes the requested application. Upon
executing the application, the mobile device 200 sends an
application execution response indicating an execution suc-
cess to the host device 205, in step S560.

However, if the requested application has not already been
installed in the mobile device 200 or execution of the appli-
cation fails, the mobile device 200 sends an application
execution response indicating a failure in execution to the
host device 205, in step S560.

If the application is successfully executed, the host device
205 and the mobile device 200 send and receive commands to
perform functions of the application to and from each other, in
step S570.

FIG. 6 is a flow diagram illustrating a signal flow between
internal blocks of a mobile device 200 when an application of
the mobile device 200 is executed in accordance with an
embodiment of the present invention.

In the example described with reference to FIG. 6, it is
assumed that the mobile device 200 is connected to the host
device 205 through a wired interface, but a wireless interface
may be used in accordance with embodiments of the present
invention. When any command is offered to the mobile device
200 by the host device 205, this command is forwarded to the
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serial port system manager 310 through the device driver 250,
in step S605. This command may include predefined com-
mands, as shown in Table 1, as well as any other commands
for performing functions of the application.

Then the serial port system manager 310 forwards the
received command to the protocol parser 320, in step S610.
The protocol parser 320 analyzes a command received from
the serial port system manager 310, in step S615 and, depend-
ing on analysis results, checks whether the received com-
mand is a predefined command, in step S620. In determining
whether the received command is a predefined command, the
protocol parser 320 may compare the parsed command with a
command list stored in the protocol memory unit 330. If the
parsed command is contained in the command list of the
protocol memory unit 330, the protocol parser 320 regards the
received command as a predefined command. If the parsed
command is not contained in the command list of the protocol
memory unit 330, the protocol parser 320 regards it as a
non-predefined command.

According to some embodiments of this invention, a mode
change request, a current mode check request, and an appli-
cation execution request, all of which are shown in Table 1,
are predefined commands. However, an application function
run command is a non-predefined command.

If the parsed command is a non-predefined command, the
protocol parser 320 forwards the parsed command to the
serial port client module 230, in step S625. This command is
forwarded to the application module 220 to perform a relevant
function of the application.

However, if the parsed command is a predefined command,
the protocol parser 320 determines whether self-processing
of the command by the protocol parser 320 is permitted, in
step S630. According to some embodiments of this invention,
amode change request and a current mode check request may
be self-processable commands that can be processed by the
protocol parser 320.

In case of a self-processable command, the protocol parser
320 processes the command and creates a response indicating
processing results, in step S635, and sends the created
response to the serial port system manager 310, in step S637.
This response is forwarded to the host device 205 through the
device driver 250.

When the command is a non-self-processable command,
the protocol parser 320 forwards the command to the appli-
cation manager 350, in step S633. Upon receiving the com-
mand, the application manager 350 determines whether the
received command is an application execution command, in
step S640.

If the received command is an application execution com-
mand, the application manager 350 tries to execute a specific
application according to the command, in step S645. In this
step, the application manager 350 can identify the specific
application to be executed, using type, identifier, etc. con-
tained in an application execution request.

After attempting to execute the application, the application
manager 350 performs either step S650 or S655 according to
whether the application is successfully executed. If the appli-
cation is successfully executed, the application manager 350
creates a success response, in step S650, but if the application
fails to be executed, the application manager 350 creates a
failure response, in step S655. The application manager 350
sends the created response to the serial port system manager
310 through the protocol parser 320, in step S660.

The serial port system manager 310 forwards the received
response to the host device 205, in step S665.

As described herein, when the mobile device 200 is con-
nected to the host device 205 through an interface, a connec-
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tion mode of the mobile device 200 can change to a serial port
mode at the request of the host device 205. Additionally, any
application installed in the mobile device 200 operating in the
serial port mode can be executed and controlled by the host
device 205.

While this invention has been shown and described with
reference to particular embodiments thereof, it will be under-
stood by those skilled in the art that various changes in form
and details may be made therein without departing from the
spirit and scope of the invention as defined by the appended
claims.

What is claimed is:

1. A method comprising:

receiving, at a first device, a message from a second device
external to the first device, the message including an
application identifier;

analyzing the message received from the second device;

executing, at the first device, at least one application among
a plurality of applications, based at least in part on the
application identifier based on the analysis of the mes-
sage;

analyzing a received command and determining that a
parser processes the command or forwards the com-
mand to an application module; and

performing, at the first device, the function of the at least
one application, based at least in part on the forwarded
command.

2. The method of claim 1, wherein the command is received

from the second device as part of the message.

3. The method of claim 1, wherein the command is received
from the second device separately from the message.

4. The method of claim 1, wherein the command comprises
a plurality of characters.

5. The method of claim 4, wherein a syntactical meaning of
the plurality of characters corresponds to at least one function
in relation with the plurality of applications.

6. The method of claim 1, receiving the message comprises
detecting, at the first device, a connection with the second
device.

7. The method of claim 6, wherein the connection com-
prises at least one of a wired or a wireless connection.

8. The method of claim 1, wherein the performing is based
on a determination that at least a portion of the command
corresponds to a predefined command.

9. The method of claim 1, further comprising:

setting a connection mode of the first device, based at least
in part on a protocol supported at the second device.

10. An apparatus comprising:

a memory operatively coupled to the apparatus to store a
plurality of applications;

a controller to receive a message including an application
identifier from another device, execute at least one appli-
cation among the plurality of applications based at least
in part on the application identifier, and perform a func-
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tion of the at least one application based at least in part
on a command received from the other device;

an interface module operatively coupled to a physical inter-

face to receive the command from the other device or
extract the command from the message; and

an application module to perform the function correspond-

ing to the command,

wherein the interface module comprises a parser to analyze

the command and determine that the parser processes
the command or forwards the command to the applica-
tion module, as a result of the analysis of the command.

11. The apparatus of claim 10, wherein the command is
received from the other device as part of the message.

12. The apparatus of claim 10, wherein the command is
received from the other device separately from the message.

13. The apparatus of claim 10, wherein the physical inter-
face comprises at least one of a wired or a wireless interface
circuit.

14. The apparatus of claim 10, wherein the parser is con-
figured to determine that the command includes a predefined
command of the memory.

15. The apparatus of claim 14, wherein the predefined
command comprises at least one of a non-self-processing
command or a self-processing command, and

wherein the parser is configured to forward a least a portion

ofthe command to the application module, based at least
in part on a determination that the command includes the
non-self-processing command.

16. The apparatus of claim 10, wherein the application
module is configured to execute an application corresponding
to the application identifier, as the at least one application.

17. The apparatus of claim 10, wherein a syntactical mean-
ing of the command corresponds to at least one function in
relation with the plurality of applications.

18. A non-transitory machine-readable storage device stor-
ing instructions that, when executed by one or more proces-
sors, cause the one or more processors to perform operations
comprising:

receiving, at a first device, a message from a second device

external to the first device, the message including an
application identifier;

analyzing the message received from the second device;

executing, at the first device, at least one application among

a plurality of applications, based at least in part on the
application identifier, based on the analysis of the mes-
sage;

analyzing a received command and determining that a

parser processes the command or forwards the com-
mand to an application module; and

performing, at the first device, the function of the at least

one application, based at least in part on the forwarded
command received from the second device.

#* #* #* #* #*



